=======================================================

[1] Detection of the critical node based on Global network data

[2] Detection of the critical node based on K-hop neighbors data

=======================================================

[1] Detection of the critical node based on Global network data

To understand the algorithm we will use the next network as a sample

![network.png](data:image/png;base64,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)

\* Create table (Two-dimension array) for all connections

|  |  |  |
| --- | --- | --- |
| Row ID | [1] First Node | [2] Second Node |
| 1 | 1 | 2 |
| 2 | 2 | 1 |
| 3 | 2 | 3 |
| 4 | 2 | 4 |
| 5 | 3 | 2 |
| 6 | 3 | 5 |
| 7 | 4 | 2 |
| 8 | 4 | 5 |
| 9 | 5 | 3 |
| 10 | 5 | 4 |

Note that the Row ID column is added just to explain the table (During programming we don’t need this column because we already access an array item using an Index)

And the titles (First Node) & (Second Node) is just added to explain the array items meaning

The previous table contains a list of connections based on knowing the 1-hop neighbors for each node.

We have redundancy in this table for example the Row number (1) Shows a connection between node 1 and node 2 and the Row number (2) Shows a connection between node 2 and node 1 which gives the same meaning as the Row number (1)

In practical work this redundancy is avoid and the array looks like this

|  |  |
| --- | --- |
| 1 | 2 |
| 2 | 3 |
| 2 | 4 |
| 3 | 5 |
| 4 | 5 |

Connections Array

* Count the nodes in the network and store this in a variable (nNodesCount)
* For each node in the network
  + Create empty array called (ActiveNodes)
  + Set logical variable called (lContinue) to True
  + While (lContinue == True)
    - Set lContinue = False
    - For each connection in the connections Array
      * Avoid the connection if it contains the node that we check by moving to the next iteration in this for loop and passing the next instructions
      * If the size of the Array (ActiveNodes) = 0 then add the two nodes inside the active connection to the array (ActiveNodes) then we set the variable lContinue to True
        + Else

For each item in the array ActiveNodes

If the current item exist in the active connection we can use this connection by adding it’s items to the ActiveNodes without making duplications (we add the other item in the connection if it’s not already added) then we set lContinue to True

End IF

End For

* + - * End IF
    - End For
  + End While
  + If the count of the items in the array ActiveNodes < nNodesCount – 1 and the number of connections to the active node is greater than 1 then the active node is critical node
    - Else
      * (the active node is not critical
  + End IF
* End For

Now let us test our algorithm

* **Count the nodes in the network and store this in a variable (nNodesCount)**
  + In our example nNodesCount = 5
* **For each node in the network** 
  + In the first iteration the ActiveNode = Node Number (1) then (2) then (3) then (4) then (5)
  + Let us look at the first iteration where the ActiveNode = 1

* + **Create empty array called (ActiveNodes)**

|  |
| --- |
|  |

ActiveNodes Array (Empty = No Nodes in this array)

* + **Set logical variable called (lContinue) to True**

Now we have a variable called lContinue and it’s value is True

* + **While (lContinue == True)**

The loop condition is satisfied and the instructions inside this loop will be executed

* + **Set lContinue = False**

Change the value of the variable lContinue from True to False

This mean that at this state the while loop condition is not satisfied and the loop instructions will not executed again unless the variable value is changed again to True

* + **For each connection in the connections Array**

We will go through the connections array connection by connection

In our example we have 5 connnections and the first connection is the connection between node 1 and node 2

* + **Avoid the connection if it contains the node that we check by moving to the next iteration in this for loop and passing the next instructions**

The ActiveNode = 1 and the Active connection is between node 1 and node 2

So we will avoid the connection and we will move to the next connection

The second connection will become the active connection

The active connection is between node 2 and node 3

Now this connection doesn’t contain the ActiveNode which = 1

So the next instructions will be executed

* + **If the size of the Array (ActiveNodes) = 0 then add the two nodes inside the active connection to the array (ActiveNodes) then we set the variable lContinue to True**

The condition is satisfied because we don’t have items/nodes in the array ActiveNodes so we will add the two nodes from the active connection to the ActiveNodes array

The active connection is between node 2 and node 3 so we will add 2 and 3 to the ActiveNodes array

|  |
| --- |
| 2 |
| 3 |

ActiveNodes Array

Then we will set the variable lContinue to True

And this means that the while loop instructions will be executed again for another time

We still in the connections loop and we will move to the third item in the connections array

The third connection will become the active connection

The active connection now is the connection between node 2 and node 4

* + **Avoid the connection if it contains the node that we check by moving to the next iteration in this for loop and passing the next instructions**

The active node is node number 1 and the active connection is the connection between node 2 and node 4 so this condition is not satisfied

* + **If the size of the Array (ActiveNodes) = 0 then add the two nodes inside the active connection to the array (ActiveNodes) then we set the variable lContinue to True**

This time the size (Count of items inside the array) of the array activeNodes is not zero because we have two items in the array

|  |
| --- |
| 2 |
| 3 |

ActiveNodes Array

So the condition is not satisfied

* + **Else**
    - **For each item in the array ActiveNodes**
      * **If the current item exist in the active connection we can use this connection by adding it’s items to the ActiveNodes without making duplications (we add the other item in the connection if it’s not already added) then we set lContinue to True**
      * **End IF**
    - **End For**

Now at this time this block of code will be executed because the else condition is satisfied

* + - **For each item in the array ActiveNodes**

We will start by (2) then (3) because the ActiveNodes array contains 2 and 3

* + - **If the current item exist in the active connection we can use this connection by adding it’s items to the ActiveNodes without making duplications (we add the other item in the connection if it’s not already added) then we set lContinue to True**

The active connection between node 2 and 4

So we can add the node (4) to the ActiveNodes array

|  |
| --- |
| 2 |
| 3 |
| 4 |

ActiveNodes Array

We still in the connections loop and we will move to the connection number 4 in the connections array

The connection number 4 will become the active connection

The active connection now is the connection between node 3 and node 5

* + - **For each item in the array ActiveNodes**

We will start by (2) then (3) then (4) because the ActiveNodes array contains 2, 3 and 4

* + - **If the current item exist in the active connection we can use this connection by adding it’s items to the ActiveNodes without making duplications (we add the other item in the connection if it’s not already added) then we set lContinue to True**

The active connection between node 3 and 5

So we can add the node (5) to the ActiveNodes array

|  |
| --- |
| 2 |
| 3 |
| 4 |
| 5 |

ActiveNodes Array

We still in the connections loop and we will move to the connection number 5 in the connections array

The connection number 5 will become the active connection

The active connection now is the connection between node 4 and node 5

Using this connection we don’t have anything new to add to the ActiveNodes Array

The while loop will be executed for another time but nothing will be changed to the ActiveNodes array because we already used all the connections

* + **If the count of the items in the array ActiveNodes < nNodesCount – 1 and the number of connections to the active node is greater than** 1 **then the active node is critical node**

Count of the items in the array ActiveNodes = 4

nNodesCount = 5

the condition ActiveNodes < nNodesCount – 1 is not satisfied

* + **Else**
    - **(the active node is not critical**

The else branch will be executed

And the node number (1) is not critical

* **For each node in the network**

At this time the active node will become the node number (2)

Using the algorithm we will see that the first three connections will be avoided because each one of them contains the node number (2) and the first connection that will be used is the connection number four which is the connection between node (3) and node (5)

|  |
| --- |
| 3 |
| 5 |

ActiveNodes Array

Then the connection number 5 will be used which is the connection between node 4 and node 5 so the node 4 will be added

|  |
| --- |
| 3 |
| 5 |
| 4 |

ActiveNodes Array

* + **If the count of the items in the array ActiveNodes < nNodesCount – 1 and the number of connections to the active node is greater than 1** **then the active node is critical node**

Count of the items in the array ActiveNodes = 3

nNodesCount = 5

the condition ActiveNodes < nNodesCount – 1 is satisfied

Then the node number (2) is a **critical node**

========================================================================

[2] Detection of the critical node based on K-hop neighbors data

The algorithm is similar to the previous algorithm with three simple changes

* The first change is in the connections array which will includes only the connections of the K-Hop neighbors
* The second change is in the nNodesCount which will be

the count of K-hop neighbors + 1

* The third change is related to ActiveNodes array which will be filtered to includes only nodes in the 1-hop neighbors list when K > 1 ( 2-hop detection, 3-hop-detection and so on)
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* + For example for 1-hop algorithm and using the same network when we test the node number (1) to know it’s critical or not the connections array will be

|  |  |
| --- | --- |
| 1 | 2 |

ConnectionsArray

And nNodesCount = the count of K-hop neighbors + 1

= the count of 1-hop neighbors for node (1) which is connected to node (2) only so the count of 1-hop neighbors = 1 + 1 = 2

When we test node number (1) using our algorithm we cann’t use the connection between node number (1) and node number (2) because the connection contains the node number (1) and the algorithm avoid connections contains the node that we test

So the ActiveNodes array will be empty

* + **If the count of the items in the array ActiveNodes < nNodesCount – 1 and the number of connections to the active node is greater than 1** **then the active node is critical node**

count of the items in the array ActiveNodes = 0

**nNodesCount – 1 = 2 – 1 = 1**

**But the number of connections to the active node is not greater than 1**

**The number of connections = 1**

The condition is not satisfied so the node is not critical

And when we test the node number (2) to know it’s critical or not the connections array will be

|  |  |
| --- | --- |
| 1 | 2 |
| 2 | 3 |
| 2 | 4 |

We cann’t use any of these connections because each one of them contains the node number (2)

So the ActiveNodes array will be empty

And nNodesCount = the count of K-hop neighbors + 1

= the count of 1-hop neighbors for node (2) + 1 = 3 + 1 = 4

* + **If the count of the items in the array ActiveNodes < nNodesCount – 1 and the number of connections to the active node is greater than 1** **then the active node is critical node**

count of the items in the array ActiveNodes = 0

**nNodesCount – 1 = 4 – 1 = 3**

**number of connections to the active node = 3 which is > 1**

The condition is satisfied so the node is critical